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1
SYSTEM AND METHOD OF PERFORMING
MODULAR QUANTITATIVE ANALYSIS WITH
NODES THAT HAVE CONTEXTUAL LABELS

RELATED APPLICATIONS

This application is related to, and incorporates herein by
reference in its entirety, U.S. patent application Ser. No.
13/797,472, filed Mar. 12, 2013, and entitled “System And
Method Of Performing Modular Quantitative Analysis With
Nodes That Have Temporality.”

FIELD

The disclosure relates to an analytical system and method
that implements a graph comprising script nodes and data
nodes to provide for efficient modular computation.

BACKGROUND

Within the finance industry, the risk management of posi-
tions in derivatives securities provides a technological chal-
lenge. Conventional solutions have focused on providing
powerful enough analytical tools to derive the value of secu-
rities from the prices of the instruments on which they
depend. These solutions have provided mathematical models
for behavior of these prices. Such calculations tend to involve
computational intensive Monte Carlo techniques, and valuing
an individual derivative security may take anywhere from
seconds to hours.

SUMMARY

One aspect of the disclosure relates to a system configured
to perform quantitative analysis. The system may comprise
one or both of non-transitory storage media and/or one or
more processors.

The non-transitory storage media stores a graph compris-
ing nodes used in the performance of calculations, the nodes
including a first node, a second node, and a third node, the
nodes being identified by keys that include node identifiers
and contextual label collections such that the first node is
identified by a first key that includes a first node identifier and
a first contextual label collection, the second node is identi-
fied by a second key that includes a second node identifier and
a second contextual label collection, and the third node is
identified by a third key that includes a third node identifier
and a third contextual label collection. The storage media
further stores dependencies between nodes that indicate spe-
cific nodes used in the creation of other nodes such that,
responsive to the first node being used in the creation of the
second node, the first node is a dependency of the second
node, the dependency of the second node on the first node
being stored to the storage media. Information stored to the
storage media reflects transitive dependencies between nodes
such that, responsive to the third node being used in the
creation of the first node, the third node is a transitive depen-
dency of the second node, the transitive dependency of the
second node on the third node being reflected in the informa-
tion stored to the storage media. The edges in the graph
represent dependencies between the nodes such that an edge
between the first node and the second node represents that the
first node is a dependency of the second node.

The one or more processors are configured to execute
computer program modules. The computer program modules
may include one or more of a node search module configured
to identify nodes that satisfy queries to the graph based on the
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node identifiers and contextual label collections included in
the keys of the nodes such that identification of a node that
satisfies a first query to the graph that includes a specified
node identifier and a specified contextual label collection is
made by: (a) searching for one or more nodes having keys that
include a node identifier that matches the specified node
identifier and a contextual label collection that matches the
specified contextual label collection; (b) responsive to no
nodes having keys meeting the criteria of (a), modifying the
specified contextual label collection in accordance with a
routine to generate a modified contextual label collection; (c)
searching for one or more nodes having keys that include a
node identifier that matches the specified node identifier and
a contextual label collection that matches the modified con-
textual label collection; and (d) responsive to no nodes having
keys meeting the criteria of (c), iterating over (b) and (c) to
generate and search on a further modified contextual label
collection.

Another aspect of the disclosure relates to a computer-
implemented method of performing quantitative analysis,
method being implemented in a computer system that
includes one or more physical processors and non-transitory
storage media. The method comprising: storing, to the stor-
age media, a graph comprising nodes used in the performance
of calculations, the nodes including a first node, a second
node, and a third node, the nodes being identified by keys that
include node identifiers and contextual label collections such
that the first node is identified by a first key that includes a first
node identifier and a first contextual label collection, the
second node is identified by a second key that includes a
second node identifier and a second contextual label collec-
tion, and the third node is identified by a third key that
includes a third node identifier and a third contextual label
collection, storing, to the storage media, dependencies
between nodes that indicate specific nodes used in the cre-
ation of other nodes such that, responsive to the first node
being used in the creation of the second node, the first node is
a dependency of the second node, the dependency of the
second node on the first node being stored to the storage
media, wherein information stored to the storage media
reflects transitive dependencies between nodes such that,
responsive to the third node being used in the creation of the
first node, the third node is a transitive dependency of the
second node, the transitive dependency of the second node on
the third node being reflected in the information stored to the
storage media, wherein edges in the graph represent depen-
dencies between the nodes such that an edge between the first
node and the second node represents that the first node is a
dependency of the second node; and receiving a first query to
the graph, the first query including a specified node identifier
and a specified contextual label collection; identifying a node
that satisfies the first query, wherein such identification of a
node that satisfies the first query to the graph includes: (a)
searching for one or more nodes having keys that include a
node identifier that matches the specified node identifier and
a contextual label collection that matches the specified con-
textual label collection; (b) responsive to no nodes having
keys meeting the criteria of (a), modifying the specified con-
textual label collection in accordance with a routine to gen-
erate a modified contextual label collection; (¢) searching for
one or more nodes having keys that include a node identifier
that matches the specified node identifier and a contextual
label collection that matches the modified contextual label
collection; and (d) responsive to no nodes having keys meet-
ing the criteria of (¢), iterating over (b) and (¢) to generate and
search on a further modified contextual label collection.
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These and other objects, features, and characteristics of the
system and/or method disclosed herein, as well as the meth-
ods of operation and functions of the related elements of
structure and the combination of parts and economies of
manufacture, will become more apparent upon consideration
of the following description and the appended claims with
reference to the accompanying drawings, all of which form a
part of this specification, wherein like reference numerals
designate corresponding parts in the various figures. [tis to be
expressly understood, however, that the drawings are for the
purpose of illustration and description only and are not
intended as a definition of the limits of the invention. As used
in the specification and in the claims, the singular form of “a”,
“an”, and “the” include plural referents unless the context
clearly dictates otherwise.

BRIEF DESCRIPTION OF THE DRAWINGS

FIG. 1 illustrates a system configured to perform quantita-
tive analysis.

FIG. 2 illustrates a graph of nodes for implementation in
quantitative analysis.

FIG. 3 illustrates a graph of nodes for implementation in
quantitative analysis.

FIG. 4 illustrates a graph of nodes for implementation in
quantitative analysis

FIG. 5 illustrates a method of performing quantitative
analysis.

FIG. 6 illustrates a method of checking to confirm that
dependency nodes of a node identified in a query to a graph
are compatible with the query

FIG. 7 illustrates a method of discovering and executing a
program in a node satisfying a query.

DETAILED DESCRIPTION

FIG. 1 illustrates a system 10 configured to perform analy-
sis. System 10 may be configured to manage analytic
resources in a manner that may provide one or more enhance-
ments over conventional analytic systems. Such enhance-
ments may include one or more of performing memoization,
reducing redundancy, providing for efficient deployment of
processing, storage, and/or communication resources, pre-
serving a computational record to facilitate recreation of pre-
viously performed analytics, and/or other enhancements.
System 10 may implement a graph having nodes used in the
performance of calculations, and edges representing relation-
ships between the nodes. The graph may be directed, acyclic,
and/or have other properties. The nodes in the graph may be
updateable, retrievable, and/or have other properties or fea-
tures that enhance operation of system 10. In some imple-
mentations, system 10 may include one or more of electronic
storage 12, one or more processors 14, external resources 16,
one or more client computing platforms 18, and/or other
components.

The various components of system 10 may be configured
for electronic communication therebetween. Such communi-
cation may be accomplished via one or more networks, one or
more direct connections, one or more wireless connections,
one or more wired connections, and/or other electronic com-
munication media. One or more of the components of system
10 may be implemented in a server (not shown). The server
may be in communication with client computing platforms 18
via a client/server architecture to provide access to users of
system 10 via client computing platforms 18.

Electronic storage 12 stores the nodes of the graph. The
nodes are used in the performance of calculations, and
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include calculation objects. A calculation object may include
one or more of a program, a reference to an external resource,
a library, and/or other information to be used and/or to record
the result of a calculation. A program may refer to a set of
information configured to cause one or more processors to
execute commands or instructions specified by the set of
information. A program may be compiled (or may require
compiling), and/or may be uncompiled (e.g., a script and/or
other uncompiled programs). A program may include one or
more of source code, object code, machine code, and/or other
types of code. Data may include information generated by a
previous calculation (e.g., a result of a calculation and/or
other information), information dictated by a market or con-
trolling body (e.g., an interest rate), a statistic, and/or other
information. Data may reflect real world variable at a specific
time, and/or may reflect speculation about what a real world
variable was, is, and/or will be at some time. A reference to an
external resource may specify a location (e.g., a network
location or address) at which the external resource can be
accessed. The reference may cause a query to be generated for
the external resource. The external resource may include one
or more of a program, data, a library, and/or other resources.
A library may include a collection of implementations of
behavior, may be written in terms of a language, may have a
well-defined interface by which the behavior is invoked, and/
or may have other properties. Libraries may differ from pro-
grams in that a library may be organized in such a way that it
can be used by multiple programs which may have no con-
nection to each other, while code that is part of a program is
organized to only be used within that one program.

Nodes in the graph are identified by keys. A key of a node
may include one or more of a node identifier, one or more
parameters, a set of parameter values, a contextual label col-
lection, and/or other information. The contextual label col-
lection includes one or more contextual labels that are speci-
fied for the node at the time that the node is created. The
contextual labels correspond to contexts in which sets of
nodes exist. The contextual labels in the contextual label
collection may be ordered within the contextual label collec-
tion in a manner that dictates how the node is used to satisfy
future queries.

The edges in the graph represent dependencies between the
nodes. The dependencies indicate specific nodes used in the
creation of other nodes. By way of non-limiting example,
FIG. 2 illustrates a graph 20. Graph 20 includes a first node
22, asecond node 24, a third node 26, a fourth node 27, a fifth
node 29, and/or other nodes (not shown in FIG. 2). First node
22 is identified by a first key that includes a first node identi-
fier (ID1). Second node 24 is identified by a second key that
includes a second node identifier (ID2). Third node 26 is
identified by a third key that includes a third node identifier
(ID3). Fourth node 27 is identified by a fourth key that
includes a fourth node identifier (ID4). Fifth node 29 is iden-
tified by a fifth key that includes a fifth node identifier (ID5).
In graph 20, a first edge 28 between first node 22 and second
node 24 represents that first node 22 was used in the creation
of second node 24, making first node 22 a dependency of
second node 24. A second edge 30 between third node 26 and
first node 22 represents that third node 26 was used in the
creation of first node 22, making third node 26 a dependency
of first node 22. A third edge 31 between fourth node 27 and
first node 22 represents that fourth node 27 was used in the
creation of first node 22, making fourth node 27 a dependency
of first node 22. Since second node 24 has a dependency on
first node 22, and first node 22 has a dependency on third node
26 and a dependency on fourth node 27, second node 24 has
a “transitive dependency” on third node 26 (or third node 26
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is a transitive dependency of first node 22), and second node
24 has a transitive dependency on fourth node 27. Fifth node
29 is also a dependency of second node 24, as denoted by a
fourth edge 33.

Although the first node identifier, the second node identi-
fier, the third node identifier, the fourth node identifier, and
the fifth node identifier are represented as having wholly
different values in FIG. 2, this is not intended to be limiting.
Two or more of nodes 22, 24, 26, 27, and/or 29 shown in FIG.
2 may have node identifiers with the same value, or such that
one of the node identifiers is a variant of one of the other node
identifiers. For example, if third node 26 includes a program,
and first node 22 includes a result of a calculation performed
by the program, the third node identifier and the first node
identifier may be the same, or may be variants of each other
that indicate one node includes a program and/or the other
node includes a result of a calculation.

Queries to the graph can be satisfied using nodes including
results of previous calculations by the programs in other
nodes, rather than re-executing the programs. This re-use of
results may reduce duplicative use of processing resources,
communication resources, and/or other resources. The stor-
age of dependencies and transitive dependencies between the
nodes creates a record that reflects not only the relationships
between nodes including programs and nodes including
results of the programs, but also indicates for a given node,
which includes a result of a calculation, all (or substantially
all) of the specific calculation objects (e.g., programs, data,
libraries, etc.) used in the calculation of the result in the given
node. This memoization and record-keeping not only reduces
duplicative use of resources, but also facilitates auditing of
individual results by analysis of dependencies and transitive
dependencies.

Referring back to FIG. 1, electronic storage 12 comprises
non-transitory electronic storage media that electronically
stores information. Electronic storage 12 may include one or
both of system storage that is provided integrally (i.e., sub-
stantially non-removable) with system 10 and/or removable
storage that is removably connectable to system 10 via, for
example, a port (e.g., a USB port, a firewire port, etc.) or a
drive (e.g., a disk drive, etc.). Electronic storage 12 may
include one or more of optically readable storage media (e.g.,
optical disks, etc.), magnetically readable storage media (e.g.,
magnetic tape, magnetic hard drive, floppy drive, etc.), elec-
trical charge-based storage media (e.g., EEPROM, RAM,
etc.), solid-state storage media (e.g., flash drive, etc.), and/or
other electronically readable storage media. Electronic stor-
age 12 may include virtual storage resources, such as storage
resources provided via a cloud and/or a virtual private net-
work. Electronic storage 12 may store software algorithms,
information determined by processor 14, information
received via client computing platforms 18, and/or other
information that enables system 10 to function properly. Elec-
tronic storage 12 may be a separate component within system
10, or electronic storage 12 may be provided integrally with
one or more other components of system 12 (e.g., processor
14).

Processor 14 is configured to provide information process-
ing capabilities within system 10. Processor 14 is configured
to execute one or more of a user interface module 32, a node
search module 34, a program execution module 36, a node
addition module 38, and/or other modules.

User interface module 32 is configured to define a user
interface for presentation to users of system 10. The user
interface provides access to system 10 for the users. The user
interface may include a graphical user interface and/or other
user interfaces presented to the users via client computing
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platforms 18. The definitions of the user interfaces may be
communicated to client computing platforms 18 from proces-
sor 14. The user interface is configured to receive entry and/or
selection of queries to system 10. The queries may include
one or more of queries for results of calculations performed
by nodes, updates to nodes, and/or other queries. The user
interface is configured to present results of queries. The
results may include results of calculation provided by nodes,
and/or other results.

A query may include specified information that facilitates
identification of a node that corresponds to the query. Speci-
fied information may include information found in the keys of
the nodes. For example, specified information may include
one or more of a node identifier, one or more parameters, one
or more parameter values, a specified contextual label collec-
tion, and/or other information. Specified information may be
used to identify the node(s) that satisfy a query.

Node search module 34 is configured to identify nodes that
satisty queries based on keys identifying the nodes, the values
of the nodes, and/or other information. The values of the
nodes may include one or more of dependencies of the nodes
(and/or keys of the dependencies), transitive dependencies of
the nodes (and/or keys of the transitive dependencies), infor-
mation included in the nodes, and/or other values of the
nodes. For example, referring back to graph 20 in FIG. 2,
identification of second node 24 as satisfying a first query
may be based on the second key and further based on the first
key and the fifth key by virtue of the dependency of second
node 24 on first node 22 and fifth node 29. Such identification
of'second node 24 as satisfying the first query may still further
be based on the third key and the fourth key by virtue of the
transitive dependency of second node 24 on third node 26 and
fourth node 27.

Returning to FIG. 1, node search module 34 may be con-
figured to identify nodes that satisfy queries to the graph
based on the collections of contextual labels included in the
keys. This may include performing searches for nodes having
collections of contextual labels that correspond to a specified
collection of contextual labels in a query in the process of
identifying a node that satisfies the query. A contextual label
collection that corresponds to the specified collection of con-
textual labels may be the same as the specified contextual
label collection, or may be the same as a modified version of
the specified contextual label collections if no suitable nodes
include the full specified contextual label collection. The
specified contextual label collection may be modified to
determine the modified version of the specified contextual
label collection in a pre-determined and/or iterative manner,
as is discussed herein. The implementation of the contextual
label collections may facilitate substitution of various calcu-
lation objects in determining results of calculations without
permanently modifying nodes including the calculation
objects that are being substituted, and/or without requiring
duplication of nodes including calculation objects that are not
being substituted. This may enhance customizability, experi-
mentation, trouble-shooting, recreation of previous calcula-
tions, and/or provide other enhancements. Further descrip-
tion of the manner in which node search module 34 may
search for a node having a contextual label collection that
corresponds to a specified contextual label collection in a
query is provided with respect to the description of FIG. 5,
which appears below.

By way of illustration, FIG. 3 depicts graph 20, in which
the first key includes a first contextual label collection (C1,
C2, C3), the second key includes a second contextual label
collection (C1, C2, C3, C4), the third key includes a third
contextual label collection (C3), the fourth key includes a
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fourth contextual label collection (C2), and the fifth key
includes a fifth contextual label collection (C1). Graph 20 is
further depicted as including a sixth node 40. Sixth node 40 is
identified by a sixth key that includes a sixth node identifier
(ID6) and a sixth contextual label collection (C5). The sixth
node identifier may be the same as the fourth node identifier.
By way of non-limiting example, in graph 20, ifthe first query
includes a specified contextual label collection of (C1, C2,
C3,C4,C5), identification of second node 24 as satisfying the
first query is based on the second contextual label collection
corresponding to the specified contextual label collection in
the first query. Identification of second node 24 as satistying
the first query may be based on the fifth contextual label
collection by virtue of the dependency of second node 24 on
fifth node 29, based on the first contextual label collection by
virtue of the dependency of second node 24 on first node 22,
based on the third contextual label collection by virtue of the
transitive dependency of second node 24 on third node 26,
and/or based on the fourth contextual label collection by
virtue of the transitive dependency of second node 24 on
fourth node 27.

Returning to FIG. 1, node search module 34 may be con-
figured such that upon receipt of a query for results of a
computation, a search is first performed for a node including
the result requested by the query. Responsive to there being
no node including a result that satisfies the query, a search
may be performed for a node including a program configured
to effectuate performance of the computation to produce the
result requested by the query. In some implementations,
nodes including results of computations previously per-
formed may be identified by keys that include node identifiers
that are variants of node identifiers of nodes that include the
programs that produced the results of the computations. In
such implementations, node search module 34 may be con-
figured to first perform search for a node having a node
identifier that matches the specified node identifier from the
query, and then to search a variant of the specified node
identifier for a node including a program that would produce
a result having the specified node identifier.

By way of illustration, returning to FIG. 3, assuming third
node 26 includes a program and that first node 22 includes a
result of a computation performed by the program of third
node 26, the third node identifier may be a variant of the first
node identifier. For example, a second query to graph 20 may
be looking for a result of a calculation performed by the
program included in third node 26 that uses a calculation
object included in sixth node 40, rather than the calculation
object included in fourth node 27, during execution of the
program. To specify this, the second query may include a
specified node identifier that corresponds to the first node
identifier, and a specified contextual label collection of the
second query that corresponds to the sixth contextual label
collection and the third contextual label collection. Such a
specified contextual label collection may include, for
example, (C3, C5). In response to the second query, it may be
determined that none of the nodes in graph 20 satisfies the
second query. Then, the second query may be modified and
graph 20 may be re-searched for the modified query. The
modified query may be configured to request a node having
the program that will generate the result requested in the
second query. This may include modifying the specified node
identifier to the variant of the specified node identifier that
matches the third node identifier. The modified query may be
satisfied by third node 26. However, since third node 26
includes a program, and not a result of a previous computa-
tion, the program may need to be executed to satisfy the
second query, with the generated result providing the result
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that would satisfy the second query (e.g., using the calcula-
tion object in sixth node 40 instead of the calculation object in
fourth node 27).

Returning to FIG. 1, program execution module 36 is con-
figured to effectuate execution of programs included in nodes.
This may include actually executing the programs, requesting
or managing execution of the programs on a distributed com-
puting system (e.g., a computing grid, and/or other distrib-
uted systems), and/or effectuating execution in other ways.
Program execution module 36 may effectuate execution of a
program included in a node responsive to the node being
identified by node search module 34 as including a program
configured to effectuate computation of a result requested by
a query. The execution of such a program would generate
output from the node including the program that includes the
result requested by the query. Program execution module 36
is further configured such that the output from the node
including the program further includes the dependencies of
the result generated by the program, including a dependency
on the node generating the output, and any other nodes on
which the execution of the program relied.

Node addition module 38 is configured to add nodes to the
graph. This includes adding nodes to the graph including
results generated by the programs in the nodes. For example,
responsive to node search module 34 identifying a node
including a program as satisfying a query, and further respon-
sive to program execution module 36 executing the program
and producing output from the identified node (including the
result requested by the query), node addition module 38 adds
anodeto the graph that includes the output from the identified
node. The newly added node includes the result requested by
the query. Node addition module 38 may also store the depen-
dencies of the newly added node (which are the dependencies
indicated in the output of the identified node), and/or other
information. The key of the newly added node is determined
by node addition module 38 based on one or more of infor-
mation specified in the query, information included in the key
of the node identified by node search module 34, and/or
information included in the keys of dependencies indicated in
the results of the identified node (which are now the depen-
dencies of the newly added node). For example, a node iden-
tifier in the key of the newly added node may match the
specified node identifier in the unmodified second query. A
contextual label collection of the newly added node may be
determined based on the specified contextual label collection
in the second query (e.g., they may match). Other components
of the key of the newly added node may correspond to infor-
mation specified in the second query and/or keys of'its depen-
dencies. These components may include, for example,
parameters, parameter values, and/or other components.

By way of illustration, FIG. 4 depicts graph 20 subsequent
to the second query which was satisfied by third node 26 and
caused the program included in third node 26 to be executed
using the calculation object in sixth node 40. The execution of
the program in third node 26 generates an output from third
node 26 that is added to graph 20 as a seventh node 42.
Seventh node 42 includes the result of the execution of the
program. Seventh node 42 is identified by a seventh key. The
seventh key includes a seventh node identifier (ID7), a sev-
enth contextual label collection (C3, C5), and/or other infor-
mation. The seventh node identifier may be the same as the
first node identifier and/or may be based on the third node
identifier by virtue of seventh node 42 including a result of the
program included in third node 26 (e.g., the third node iden-
tifier may be a variant of the fifth node identifier). A fifth edge
44 in graph 20 represents the dependency of seventh node 42
on third node 26. The seventh contextual label collection may
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be determined based on the specified contextual label collec-
tion. For example, the seventh contextual label collection may
match the specified contextual label collection.

As discussed herein, in some cases, a program, when
executed, generates a further query to graph 20. Such queries
may request, for example, data, a result of a previous compu-
tation, a library (and/or functionality associated therewith),
and/or other calculation objects. For example, in FIG. 4,
execution of the program included in third node 26 generated
a further query that was satisfied by sixth node 40. By virtue
of'the further query satisfied by sixth node 40, and the reliance
of the program in third node 26 on the calculation object in
sixth node 40, seventh node 42 has a dependency on sixth
node 40, which is stored and is reflected in graph 20 as a sixth
edge 46.

Returning to FIG. 1, processor 14 may include one or more
of a digital processor, an analog processor, a digital circuit
designed to process information, an analog circuit designed to
process information, a state machine, and/or other mecha-
nisms for electronically processing information. Although
processor 14 is shown in FIG. 1 as a single entity, this is for
illustrative purposes only. In some implementations, proces-
sor 14 may include a plurality of processing units. These
processing units may be physically located within the same
device, or processor 14 may represent processing functional-
ity of a plurality of devices operating in coordination.

It should be appreciated that although modules 32, 34, 36,
and 38 are illustrated in FIG. 1 as being co-located within a
single processing unit, in implementations in which proces-
sor 14 includes multiple processing units, one or more of
modules 32, 34, 36, and/or 38 may be located remotely from
the other modules. The description of the functionality pro-
vided by the different modules 32, 34, 36, and/or 38 described
below is for illustrative purposes, and is not intended to be
limiting, as any of modules 32, 34, 36, and/or 38 may provide
more or less functionality than is described. For example, one
or more of modules 32, 34, 36, and/or 38 may be eliminated,
and some or all of its functionality may be provided by other
ones of modules 32, 34, 36, and/or 38. As another example,
processor 14 may be configured to execute one or more addi-
tional modules that may perform some or all of the function-
ality attributed below to one of modules 32, 34, 36, and/or 38.

External resources 16 include resources that are external,
physically and/or logically, from the other components of
system 10. This may include resources controlled and/or
operated by an entity separate and/or discrete from an entity
operating and/or using the rest of system 10. However, this is
not intended to be limiting, as the same entity may be oper-
ating and/or using both one or more of the external resources
16 and/or the one or more of the other ones of the components
of system 10. By way of non-limiting example, external
resources 16 may include one or more of an analytics library,
an information source, and/or other resources.

Client computing platforms 18 are configured to provide
access to system 10 for users. Client computing platforms 18
individually include electronic processing, storage, and/or
communication resources to provide such access. Client com-
puting platforms 18 are associated with user interfaces
devices that facilitate presentation to and reception of infor-
mation to and from the users. By way of non-limiting
example, client computing platforms 18 may include one or
more of a desktop computer, a laptop computer, a tablet, a
smartphone, a handheld computer, a personal digital assis-
tant, and/or other computing platforms.

By way of illustration, FIG. 5 depicts a method 60 of
satisfying a query to a graph. The implementation of contex-
tual labels associated with nodes in the graph to identify a
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node that satisfies the query may provide for various enhance-
ments. These may include an ability to recreate previous
analysis (in part or in total), to view analyze different points in
time with different techniques, to update data and/or calcula-
tions previously made, and/or other enhancements. The
operations of method 60 presented below are intended to be
illustrative. In some embodiments, method 60 may be accom-
plished with one or more additional operations not described,
and/or without one or more of the operations discussed. Addi-
tionally, the order in which the operations of method 60 are
illustrated in FIG. 5 and described below is not intended to be
limiting.

At an operation 62, a query is obtained. The query may be
generated based on a user request, by execution of a program,
and/or generated in other ways. The query may include speci-
fied information. The specified information may include one
or more of a specified node identifier, one or more specified
parameters, one or more specified parameter values, a speci-
fied contextual label collection, and/or other specified infor-
mation. Operation 62 may be performed by a node search
module the same as or similar to node search module 34
(shown in FIG. 1 and described herein).

At an operation 64, a determination is made as to whether
there exists a node identified by a key having components that
match certain components of the specified information. For
example, the certain components may include one or more of
a node identifier, a contextual label collection, and/or other
components that match the specified information. Responsive
to no node being identified by a key that includes the certain
components (e.g., a node identifier and a contextual label
collection) that match the specified information, method 60
proceeds to an operation 66. Responsive to identification of a
node identified by a key including the certain components
(e.g., a node identifier and contextual label collection) that
match the specified information, method 60 proceeds to an
operation 68. In some implementations, operation 64 may be
performed by a node search module the same as or similar to
node search module 34 (shown in FIG. 1 and described
herein).

At operation 66, a determination is made as to whether the
specified contextual label collection should be modified in
preparation for another search. This determination may be
based on the contextual labels and/or the number of contex-
tual labels in the specified contextual label collection.
Responsive to a determination at operation 66 that the speci-
fied contextual label collection should not be modified (e.g.,
if there are no modifications or further modifications to be
made), method 60 proceeds to an operation 70. Responsive to
a determination at operation 66 that the specified contextual
label collection should be modified, method 60 proceeds to an
operation 72. In some implementations, operation 66 may be
performed by a node search module the same as or similar to
node search module 34 (shown in FIG. 1 and described
herein).

At operation 72, the specified contextual label collection is
modified, and then method 60 returns to operation 64 for a
search on the modified specified contextual label collection.
The modification may be performed in a deterministic man-
ner. This may mean that the modification(s) performed on the
specified contextual label collection are performed in accor-
dance with a predetermined order or routine as method 60
iterates through operations 64, 66, and 72 until a matching
node is identified at operation 64, or until there are no further
modifications to be performed (e.g., as determined at opera-
tion 66). The modifications to the specified contextual label
collection may be performed in the following order as method
60 iterates through operations 64, 66, and 72: (i) the specified
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contextual label collection is modified to include only a last
contextual label in the specified set of contextual labels, (ii)
the specified contextual label collection is reduced to an
abbreviated contextual label collection from which the last
contextual label has been removed, (iii) the abbreviated con-
textual label collection is modified to include only a last
contextual label in the abbreviated set of contextual labels,
and (iv) modifications (ii) and (iii) are iterated over until there
are no further modifications to be made (e.g., the contextual
label collection can no longer be further abbreviated).

By way of example, for a specified contextual label collec-
tion of (C1, C2, C3, C4), successive iterations through opera-
tion 72 may results in successive queries at operation 64,
assuming no matching node was found for any of the succes-
sive queries, that search for the following contextual label
collections: (C1, C2, C3, C4) (this may be the initial search at
operation 64); (C4); (C1, C2, C3); (C3); (C1, C2); (C2); and
(C1). After a search for the last contextual label collection
(C1), it may be determined at operation 66 that no further
modifications are to be made, and method 60 would proceed
to operation 70. In some implementations, operation 72 may
be performed by a node search module the same as or similar
to node search module 34 (shown in FIG. 1 and described
herein).

At operation 68, a determination is made as to whether the
node identified at operation 64 has dependencies on nodes
with keys that include contextual label collections that are
compatible with the specified contextual label collection in
the query. If the node identified at operation 64 has a depen-
dency, or a transitive dependency, to another node including a
contextual label collection that is not compatible with a speci-
fied contextual label collection, then the node identified at
operation 64 does not satisfy the query, and method 60 pro-
ceeds to operation 70. If the node identified at operation 64
does not have any dependency, or transitive dependency, with
a contextual label collection that is not compatible with the
specified contextual label collection, then method 60 pro-
ceeds to an operation 74. The determination performed at
operation 68 includes checking to make sure that the node
identified at operation 64 does not rely (e.g., through a depen-
dency or transitive dependency) on another node that is not
compatible contextually with the query. In some implemen-
tations, operation 68 may be performed by a node search
module the same as or similar to node search module 34
(shown in FIG. 1 and described herein).

In some implementations, operation 68 includes, for a
given node on which the node identified at operation 64 has a
dependency or transitive dependency, performing a search of
nodes to ensure that there is no node having a key with
components that correspond to components of the key of the
given node, but also has a contextual label collection that
corresponds more closely to the specified contextual label
collection in the query. A first contextual label collection may
be said to correspond more closely to a specified contextual
label collection than a second contextual label collection if
the first contextual label collection would be derived from the
specified contextual label collection through the iterative
modifications made at operation 72 before the second con-
textual label collection would be derived. For instance, with
respect to the exemplary specified contextual label collection
(C1, C2, C3, C4), a contextual label collection (C3) would
correspond more closely to the specified contextual label
collection than a contextual label collection (C1, C2). The
presence of a given node having a key with components that
match the components of a dependency node, but with a
contextual label collection that corresponds more closely to
the specified contextual label collection indicates that the

10

30

40

45

55

12

calculation object in the given node should be used to satisfy
the query with the specified contextual label collection, and
not the dependency node. As such, any result included in a
node having a dependency to the dependency node will need
to be recalculated using the calculation object of the given
node.

At operation 74, the node identified at operation 64 is
further processed and/or returned as satisfying the query
received at operation 62. This may include performing further
examination of the identified node and/or the graph to ensure
compatibility with the original query, using the calculation
object in the identified node in a subsequent calculation,
presenting the calculation object in the identified node as a
result satisfying the query, and/or other actions.

At operation 70, a node is identified that includes a pro-
gram which will generate the result requested by the query.
This identification may include modifying the query to search
for nodes that include programs, and/or other operations.
Responsive to no node being found that satisfies the modified
query, an error message may be generated. In some imple-
mentations, operation 70 may be performed by a node search
module the same as or similar to node search module 34
(shown in FIG. 1 and described herein).

At an operation 76, the program in the node identified at
operation 70 is executed. Execution of the program may
generate one or more additional queries to the graph. The
information specified in the queries may be determined based
on the specified information from the query obtained at
operation 62, the values of the node including the program
being executed, and/or other sources. The execution of the
program generates output from the node. The output includes
the result of the program, a record of the dependencies of the
result produced by the program, and/or other information.
The dependencies of the result produced by the program
include one or more of nodes with calculation objects relied
on by the program in producing the result, the node including
the program that produced the result, and/or other dependen-
cies. In some implementations, operation 76 may be per-
formed by a program execution module the same as or similar
to program execution module 36 (shown in FIG. 1 and
described herein).

At an operation 78, a node is added to the graph that
includes the result of the program executed at operation 76.
Adding the node to the graph includes determining a key of
the node, storing the node, storing the dependencies of the
node (e.g., as indicated in the output of operation 76), and/or
other operations. In some implementations, operation 78 is
performed by a node addition module the same as or similar
to node addition module 38 (shown in FIG. 1 and described
herein).

At an operation 80, the result of the calculation performed
by the program executed at operation 76 is returned as a
response to the query.

FIG. 6 depicts a method 90 of checking to confirm that
dependency nodes of a node identified in a query to a graph
are compatible with the query. In some implementations,
method 90 may be used in operation 68 of method 60 (shown
in FIG. 5 and described herein). However, this is not intended
to be limiting, as method 90 may be used in a variety of
contexts. The operations of method 90 presented below are
intended to be illustrative. In some embodiments, method 90
may be accomplished with one or more additional operations
not described, and/or without one or more of the operations
discussed. Additionally, the order in which the operations of
method 90 are illustrated in FIG. 6 and described below is not
intended to be limiting.
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Atan operation 92, specified information from a query, and
dependency information associated with a node identified as
potentially satisfying the query are received. The specified
information may include, for example, a specified contextual
label collection and/or other specified information from the
query. The dependency information may indicate and/or pro-
vide access to dependencies of the identified node. The
dependency information may indicate and/or provide access
to a full set of transitive dependencies for the identified node.
For example, the dependency information may specify
dependencies of the identified node, dependencies of the
dependencies may be obtained based on this information
(e.g., by accessing dependencies of the nodes on which the
identified node depends), and so on.

Atan operation 94, a search of the graph may be performed
for a node having the full specified contextual label collection
and a node identifier that matches a node identifier of a first
dependency node to which the identified node has a depen-
dency or transitive dependency. If no such node exists,
method 90 proceeds to an operation 96.

At operation 96, the specified contextual label collection is
modified. The modification performed at operation 96 may be
the same as or similar to the modification to contextual label
collection performed at operation 72 (shown in FIG. 5 and
described herein). The modified contextual label collection is
then used in operation 94 to re-search the graph for any node
having anode identifier that matches the node identifier of the
first dependency node, and having a contextual label collec-
tion that matches the modified contextual label collection.
Operations 94 and 96 are iterated in this way until a node is
identified at operation 94 as having a node identifier that
matches the node identifier of the first dependency node, and
having a contextual label collection matching the contextual
label currently being searched (e.g., the specified contextual
label collection or the contextual label collection as modified
at operation 96 one or more times). Upon identification of a
node at operation 94, method 90 proceeds to an operation 98.

At operation 98, a determination is made as to whether the
node identified at operation 94 is the first dependency node. If
the node identified at operation 94 is not the first dependency
node, then there is a node having the same node identifier as
the first dependency node and a contextual label collection
that corresponds more closely to the specified contextual
label collection than the contextual label collection of the first
dependency node. As such, the node that was previously
identified as potentially satisfying the original query does not
actually satisfy the query. If the node identified at operation
94 is the first dependency node, then method 90 proceeds to
an operation 100.

At operation 100, a determination is made as to whether
there are any further nodes on which the node identified as
potentially satisfying the query has a dependency or transitive
dependency. Responsive to there being a further dependency,
for example to a second dependency node, method 90 returns
to operation 94 and iterates over operations 94, 96, and/or 98
for the further dependent node. Response to a determination
at operation 100 that there are not further dependencies to
assess, the node identified as potentially satisfying the query
is confirmed as having dependencies with contextual label
collections that are compatible with the specified contextual
label collection in the original query.

FIG. 7 depicts a method 110 of discovering and executing
a program in a node satistying the query. In some implemen-
tations, method 110 may be used in operation 70 of method 60
(shown in FIG. 5 and described herein). However, this is not
intended to be limiting, as method 110 may be used in a
variety of contexts. The operations of method 110 presented
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below are intended to be illustrative. In some embodiments,
method 110 may be accomplished with one or more addi-
tional operations not described, and/or without one or more of
the operations discussed. Additionally, the order in which the
operations of method 110 are illustrated in FIG. 7 and
described below is not intended to be limiting.

At an operation 112, specified information from a query is
received. The specified information may include, for
example, a specified node identifier, a specified contextual
label collection and/or other specified information from the
query.

At an operation 114, the specified information may be
modified to search for a node that includes a calculation
object that will produce a result requested by the query, rather
than a node that includes the actual result. This modification
may include one or more of modifying the node identifier,
modifying parameters and/or parameter values included in
the specified information, and/or other modifications.

At an operation 116, a determination is made as to whether
there exists a node identified by a key having components that
match certain components of the specified information, as
modified at operation 114. For example, the certain compo-
nents may include one or more of a node identifier, a contex-
tual label collection, and/or other components that match the
specified information as modified at operation 114. Respon-
sive to no node being identified by a key that includes the
certain components of the specified information (e.g., a node
identifier and a contextual label collection that match the
specified information (as modified)), method 110 proceeds to
an operation 120. Responsive to identification of a node iden-
tified by a key that includes the certain components of the
specified information (e.g., a node identifier and contextual
label collection that match the specified information (as
modified)), method 110 proceeds to an operation 118.

Atoperation 118, a determination is made as to whether the
node identified at operation 116 should be ignored by the
search. This determination is made based on a filter associ-
ated with the program included in the identified node. The
filter may specify whether the program included in the iden-
tified node should be executed when queried with the rest of
the specified information. For example, for a given contextual
label (or contextual label collection), a given parameter (or
collection of parameters), a given parameter value (or collec-
tion of parameter values), other specified information, or
combination of the foregoing, the filter may specify that the
program included in the identified node should be ignored. By
way of example, a program that adjusts the price of all of the
stocks in a particular sector (e.g., technology) may be asso-
ciated with a filter that causes stocks outside of the particular
sector (e.g., non-technology stocks) to be ignored. Respon-
sive to a determination that the node identified at operation
116 should not be ignored, the calculation object in the node
may be provided for execution. Responsive to a determina-
tion that the node identified at operation 116 should be
ignored, method 110 proceeds to operation 120.

At operation 120, a determination is made as to whether the
specified contextual label collection should be modified in
preparation for another search. This determination may be
based on the contextual labels and/or the number of contex-
tual labels in the specified contextual label collection.
Responsive to a determination at operation 120 that the speci-
fied contextual label collection should be modified, method
110 proceeds to an operation 122. Responsive to a determi-
nation at operation 120 that the specified contextual label
collection should not be modified (e.g., if there are no modi-
fications or further modifications to be made), there may not
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be a node that satisfies the query. This may result in an error
message, or some other communication with the user that the
query has not been satisfied.

At operation 122, the specified contextual label collection
is modified. The modification performed at operation 122
may be the same as or similar to the modification to contex-
tual label collection performed at operation 72 (shown in FI1G.
5 and described herein). The modified contextual label col-
lection is then used in operation 116 to re-search the graph for
any node having a node identifier that matches the specified
node identifier (or the modified node identifier), and having a
contextual label collection that matches the modified contex-
tual label collection. Operations 116, 120, and 122 are iter-
ated in this way until a node is identified at operation 116 as
having a matching node identifier, and having a contextual
label collection matching the contextual label currently being
searched (e.g., the specified contextual label collection or the
contextual label collection as modified at operation 122 one
or more times), and that is not ignored at operation 118.

Although the system(s) and/or method(s) of this disclosure
have been described in detail for the purpose of illustration
based on what is currently considered to be the most practical
and preferred implementations, it is to be understood that
such detail is solely for that purpose and that the disclosure is
not limited to the disclosed implementations, but, on the
contrary, is intended to cover modifications and equivalent
arrangements that are within the spirit and scope of the
appended claims. For example, it is to be understood that the
present disclosure contemplates that, to the extent possible,
one or more features of any implementation can be combined
with one or more features of any other implementation.

What is claimed is:
1. A system configured to facilitate performance of quan-
titative analysis, the system comprising:
a computer system comprising one or more processors
programmed to execute one or more computer program
instructions which, when executed, cause the computer
system to:
store, in non-transitory storage media, a graph compris-
ing nodes used in the performance of calculations,
wherein the graph nodes comprise at least one node
representing a calculation object, wherein the graph
nodes are identified by keys that comprise node iden-
tifiers and contextual label collections,

obtain a result calculated using a first calculation object
represented by a first node of the graph nodes,
wherein the first node is identified by a first key that
comprises a first node identifier and a first contextual
label collection;

generate a second key for identifying a second node that
represents the obtained result such that the second key
is generated to include a second node identifier and a
second contextual label collection, wherein the sec-
ond contextual label collection includes one or more
contextual labels of the first contextual label collec-
tion based on the first calculation object being used to
calculate the obtained result;

assign the second key to the second node for identitying
the second node; and

store, in the non-transitory storage media, the second
node as part of the graph.

2. The system of claim 1, wherein the first calculation
object comprises a first previously-calculated result, and the
first node represents the first previously-calculated result, and
wherein the second key is generated such that the second
contextual label collection includes one or more contextual
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labels of the first contextual label collection based on the first
previously-calculated result being used to calculate the
obtained result.

3. The system of claim 1, wherein the first calculation
object comprises a first program, and the first node represents
the first program, and wherein the second key is generated
such that the second contextual label collection includes one
or more contextual labels of the first contextual label collec-
tion based on the first program being used to calculate the
obtained result.

4. The system of claim 1, wherein the first calculation
object comprises a first library, and the first node represents
the first library, and wherein the second key is generated such
that the second contextual label collection includes one or
more contextual labels of the first contextual label collection
based on the first library being used to calculate the obtained
result.

5. The system of claim 1, wherein the computer system is
further caused to:

obtain a query comprising a specified contextual label col-

lection; and

responsive to the query, effectuate a search of the graph for

anode having a context label collection that matches the
specified contextual label collection.

6. The system of claim 5, wherein the computer system is
further caused to:

responsive to the search failing to identify a node having a

contextual label collection that matches the specified
contextual label collection, modify the specified contex-
tual label collection by removing one or more contextual
labels from the specified contextual label collection; and
effectuate another search of the graph for a node having a
contextual label collection that matches the modified
contextual label collection.
7. The system of claim 6, wherein the search is effectuated
prior to the second key being generated for the second node,
and wherein the computer system is further caused to:
identify the first node based on the first contextual label
collection of the first node matching the modified con-
textual label collection or a further modified version of
the specified contextual label collection; and

responsive to identifying the first node, cause the first cal-
culation object represented by the first node to be used to
calculate the result to satisfy the query.

8. The system of claim 6, wherein the search is effectuated
subsequent to the second key being generated for the second
node, and wherein the computer system is further caused to:

identify the second node based on the second contextual

label collection matching the modified contextual label
collection or a further modified version of the specified
contextual label collection; and

responsive to identifying the second node, provide the

obtained result represented by the second node as a
response to the query.

9. The system of claim 5, wherein edges in the graph
represent dependencies between the graph nodes, wherein a
node of the graph depends from another node when the other
node is used to create the dependent node, and wherein the
search comprises a traversal of the graph based on the depen-
dencies between the graph nodes.

10. The system of claim 9, wherein the computer system is
further caused to:

assign the first node as a dependency of the second node

based on the first calculation object represented by the
first node being used to calculate the obtained result.

11. The system of claim 1, wherein the computer system is
further caused to:
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obtain a query comprising a specified contextual label col-

lection;

responsive to the query, effectuate a search of the graph for

anode having a context label collection that matches the
specified contextual label collection;

identify a third node based on a third contextual label

collection of the third node matching the specified con-
textual label collection or a modified version of the
specified contextual label collection, wherein the third
node represents a program;

responsive to identifying the third node, cause the program

represented by the third node to calculate a result that
satisfies the query; and

provide the result calculated by the program represented by

the third node as a response to the query.

12. The system of claim 1, wherein the second key is
generated to include the second contextual label collection
such that the second context label collection includes all the
contextual labels of the first contextual label collection based
on the first calculation object being used to calculate the
obtained result.

13. The system of claim 1, wherein the first calculation
object comprises a first previously-calculated result, a first
program, or a first library.

14. A computer-implemented method of facilitating per-
formance of quantitative analysis, the method being imple-
mented in a computer system that comprises one or more
processors executing computer program instructions which,
when executed, perform the method, the method comprising:

storing, by the computer system, a graph comprising nodes

used in the performance of calculations, wherein the
graph nodes comprise at least one node representing a
calculation object, and wherein the graph nodes are
identified by keys that comprise node identifiers and
contextual label collections;

obtaining, by the computer system, a result calculated

using a first calculation object represented by a first node
of'the graph nodes, wherein the first node is identified by
afirst key that comprises a first node identifier and a first
contextual label collection;

generating, by the computer system, a second key for iden-

tifying a second node that represents the obtained result
such that the second key is generated to include a second
node identifier and a second contextual label collection,
wherein the second contextual label collection includes
one or more contextual labels of the first contextual label
collection based on the first calculation object being
used to calculate the obtained result;

assigning, by the computer system, the second key to the

second node for identifying the second node; and
storing, by the computer system, the second node as part of
the graph.

15. The method of claim 14, wherein the first calculation
object comprises a first previously-calculated result, and the
first node represents the first previously-calculated result, and
wherein the second key is generated such that the second
contextual label collection includes one or more contextual
labels of the first contextual label collection based on the first
previously-calculated result being used to calculate the
obtained result.

16. The method of claim 14, wherein the first calculation
object comprises a first program, and the first node represents
the first program, and wherein the second key is generated
such that the second contextual label collection includes one
or more contextual labels of the first contextual label collec-
tion based on the first program being used to calculate the
obtained result.
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17. The method of claim 14, wherein the first calculation
object comprises a first library, and the first node represents
the first library, and wherein the second key is generated such
that the second contextual label collection includes one or
more contextual labels of the first contextual label collection
based on the first library being used to calculate the obtained
result.

18. The method of claim 14, further comprising:

obtaining, by the computer system, a query comprising a

specified contextual label collection; and

responsive to the query, effectuating, by the computer sys-

tem, a search of the graph for a node having a context
label collection that matches the specified contextual
label collection.

19. The method of claim 18, further comprising:

responsive to the search failing to identify a node having a

contextual label collection that matches the specified
contextual label collection, modifying, by the computer
system, the specified contextual label collection by
removing one or more contextual labels from the speci-
fied contextual label collection; and

effectuating, by the computer system, another search ofthe

graph for a node having a contextual label collection that
matches the modified contextual label collection.

20. The method of claim 19, wherein the search is effectu-
ated prior to the second key being generated for the second
node, the method further comprising:

identifying, by the computer system, the first node based

on the first contextual label collection of the first node
matching the modified contextual label collection or a
further modified version of the specified contextual label
collection;

responsive to identifying the first node, causing, by the

computer system, the first calculation object represented
by the first node to be used to calculate the result to
satisty the query.

21. The method of claim 19, wherein the search is effectu-
ated subsequent to the second key being generated for the
second node, the method further comprising:

identifying, by the computer system, the second node

based on the second contextual label collection match-
ing the modified contextual label collection or a further
modified version of the specified contextual label col-
lection; and

responsive to identifying the second node, providing, by

the computer system, the obtained result represented by
the second node as a response to the query.

22. The method of claim 18, wherein edges in the graph
represent dependencies between the graph nodes, wherein a
node of the graph depends from another node when the other
node is used to create the dependent node, and wherein the
search comprises a traversal of the graph based on the depen-
dencies between the graph nodes.

23. The method of claim 22, further comprising:

assigning, by the computer system, the first node as a

dependency of the second node based on the first calcu-
lation object represented by the first node being used to
calculate the obtained result.

24. The method of claim 14, further comprising:

obtaining, by the computer system, a query comprising a

specified contextual label collection;

responsive to the query, effectuating, by the computer sys-

tem, a search of the graph for a node having a context
label collection that matches the specified contextual
label collection;

identifying, by the computer system, a third node based on

a third contextual label collection of the third node
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matching the specified contextual label collection or a
modified version of the specified contextual label col-
lection, wherein the third node represents a program;
responsive to identifying the third node, causing, by the
computer system, the program represented by the third 5
node to calculate a result that satisfies the query; and
providing, by the computer system, the result calculated by
the program represented by the third node as a response
to the query.

25. The method of claim 14, wherein the second key is 10
generated to include the second contextual label collection
such that the second context label collection includes all the
contextual labels of the first contextual label collection based
on the first calculation object being used to calculate the
obtained result. 15

26. The method of claim 14, wherein the first calculation
object comprises a first previously-calculated result, a first
program, or a first library.
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